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Abstract. Requirements reuse is intended for cost reduction by benefiting from
reusable requirements elements (assets) in software development. In general, suc-
cessful reuse approaches are based on the identification of commonalities and
variabilities between application family members. However, there are many do-
mains where the software development process has not followed an application
family focus. Addressing the requirements reuse in these domains requires a pro-
cess to set up a taxonomy which should be founded on analysis and clustering
of requirements information. This paper presents a technique, which is based
on metamodeling, Petri nets and facets, for analysis and clustering of require-
ments diagrams. This technique is supported by a prototype system within a reuse
framework.
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1 Introduction

Software reuse approach has successfully contributed to improve the software devel-
opment process in restricted and well understood domains. As a consequence, several
reuse approaches have appeared, for example FODA [9], PuLSE [1] y ODM [25], which
face the software development on the basis of taking advantage of reusable elements
(assets) among the members of an application family. This reuse approach is usually
called “product lines”. In general, the product lines based approach increases the pro-
ductivity and reduces the development cost for each product. It improves the quality
and it also allows the better estimation related to the software development process to
be done [2, 3].

The starting point for a product line approach is the domain analysis. This analy-
sis leads to the development of a common software architecture which allows the re-
quirements, design and implementation elements to be shared among different family
members. There are, however, lots of domains where software development has been
addressed for a long time and without a product line based approach. Also, on these



domains usually there are not enough resources to afford a domain analysis from the
scratch, e.g. the domain of software applications for handicapped people. An attrac-
tive alternative for this kind of domains could be one which tries to sort the existing
specifications to be reused in a product family approach, thus making the development
management easier.

Establishing a requirements family allows the effectiveness in software reuse to be
accomplished. Neighbors [18] points out that effective reuse has to be addressed at a
high level of abstraction, thus the concept of domain-oriented reuse appears. Domain
orientation means the reusable elements are ones which implement the domain con-
cepts. To implement the domain concepts, the domain knowledge must be classified in
a taxonomy. Building of domain taxonomies, on requirements reuse context, has been
approached in different works [6, 10, 11, 26] which face the specification of reusable
requirements with natural text and formal language. In contrast to works, we propose
establishment of a requirements family from existing, semiformal diagrams on a do-
main.

This paper presents a domain oriented approach to reusing software requirements.
The proposal is based on setting up a Diagram Family Model to generate new require-
ments specifications. Requirements that have been captured and documented based on
semiformal diagrams are integrated by a metamodel and they are stored as a family in
a repository. To make sure about some quality issues of the stored reusable elements
we automatically analyze them in a Petri net environment. After that, we are in a posi-
tion to apply a mechanism to cluster the requirements in such a way that it allows the
domain requirements patterns to be identified. The rest of the paper is distributed as
follows: Section 2 deals with the analysis of existing diagrams. In section 3 we explain
how to set the diagrams to obtain a requirements reuse structure and it is applied to use
cases clustering. Section 4 presents a tool for requirements reuse. Section 5 shows a
case study. Section 6 relates our work to other known studies. The section 7 concludes
the paper and proposes additional work.

2 Analysis of Requirements Diagrams

The requirements documentation acts as a means of communication of customer needs
and it constitutes the information flow from analysis stage towards design and imple-
mentation stages. In industrial software production, requirements specification is based
on segmenting the market and minimizing the implementation cost, thus trying to reuse
assets. Moreover, the requirements can be modified regarding both the understanding
of product characteristics and availability of reuse options. On this context, there is a
need for taking into account the requirements of all potential family members. Thus, a
great deal of requirements information, which is modeled with distinct formality lev-
els, is expected to be processed in complex domains. For this reason, techniques and
supporting tools must be available to analyze the requirements information in a product
line based approach.



Due to the communication and agreement needs, the more graphical, intuitive and
semiformal models, the more widely used in requirements engineering process [23].
However, lack of formality constrains the automatic and systematic analysis of the be-
haviour of requirements components. This shortage is a critical issue in real reuse en-
vironments. As a consequence, it must be found the way of transforming semiformal
models to a precise language, a standard one if possible, to describe and manage dif-
ferent requirements models in a domain. We address the analysis of requirements by
normalizing the representation of diagrams in metamodeling [15] and projecting dia-
grams to CPN formalism [14]. Metamodeling allows diverse models to be integrated
[7, 17] while CPN [8] supply formal support to modeling of complex systems. The
software requirements reflect a complex pattern of rules for static and dynamic issues
of the system [20] which may be adequately modeled by CPN. Furthermore, description
of requirements diagrams with Petri nets allows the automatic and analytical treatment
of requirements information to be done [13].
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Fig. 1. Requirements Metamodel expressed in UML.

2.1 Metamodel for Requirements Diagrams

We carried out an abstraction process to propose a conceptual scheme describing di-
verse requirements diagrams in the reuse framework. This conceptual scheme consti-
tutes a metamodel for different semiformal requirements diagrams, see figure 1, more



details could be found in [15]. The metamodel is theoretical basis for our reuse frame-
work such that each requirement information element from semiformal diagrams is an
object instance of some metaclass.

The main elements of our metamodel are the Requirements Representation, which
describes different requirements diagrams, the Modeling Unit, which describes units
that belong to the requirements diagrams, and the Domain Objective, which allows the
Requirements Representation to be characterized. There are three categories of Require-
ments Representations whereas six of Modeling Units, three of relationships among
Modeling Units and four of relationships between domain Objectives.

The relationships between Modeling Units are described in the metamodel as in-
stances of the Unit Relationship class. These relationships represent the association
between elements inside a requirements diagram. These relationships between Model-
ing Units have an essential role in the reuse strategy because they enhance the content
of diagrams. All these kinds of relationships between Modeling Units show a direction
issue establishing that some elements act as a source while others act as a target.

A Domain Objective is an essential requirement which must be satisfied by devel-
oping a class of applications. There is no restriction about the sort of information to be
recorded as a Domain Objective. The only restriction is that Domain Objective has to
be a general intention or a domain significant goal to be addressed by developing soft-
ware. Domain Objectives have several attributes: identifier, complexity, cost, required
technology, quality, and additional information. Domain Objectives are related through
Model Relationship, whose roles allow a parent-child based taxonomy to be built. Re-
sulting taxonomy is a lattice structure where every Domain Objective might have zero
to many children, as well as zero to many parents.

The Model Relationship class describes the relationships between Domain Objec-
tives. These relationships give us the basis for the integration of a body of domain
knowledge which is related to Requirements Representation. These relationships re-
fer to the way in which diverse diagrams are combined to accomplish the domain de-
scription. For example, these relationships allow the Use Case Diagram and Activity
Diagram to be used to describe distinct Domain Objectives. Model Relationship has a
structural issue which determines the degree of association between two or more related
diagrams.

Some modeling units may have such a complexity that they need to be specified in
another complete requirements representation. For example, a process in a Data Flow
Diagram may be exploded in another Data Flow Diagram, or a use case may be specified
as a Sequence Specification Template. These relationships are described as Unit Model
Relationships in metamodel.



2.2 Logical Consistency of Requirements Diagrams

Correctness of requirements diagrams which are stored in a repository is strongly im-
portant in the systematic reuse context. Reusing diagrams that contain errors can make
the requirements negotiation phase more difficult, as well as costs for error correc-
tion higher. All of this may lead the enterprise to waste business opportunities. Fails in
requirements diagrams lead to both misunderstanding of real necessities and increas-
ing the development effort. Hence, analysis to make sure about logical consistency of
reusable requirements diagrams which are stored in a repository is quite important.

In order to make sure about logical consistency of the requirements diagrams we
make a projection of diagrams to a rigorous representation in CPN [16]. Analysis of
Petri net models can be automatically done with available techniques which allow the
deadlock and livelock-free, finite set of states and conflict-free properties to be guaran-
tee [24]. Furthermore, we analyze the CPN models as proposed by Aalst [5], it consists
of testing whether classical Petri nets models satisfy the soundness property, so that
we obtain the equivalent models in classical Petri nets, and these models are tested as
proposed by Aalst to determine the soundness property. If equivalent classical Petri
nets models show soundness property then we are sufficiently sure about the soundness
property of the initial CPN models.

3 Clustering of Existing Requirements Diagrams

Studying the domain for a software system, being part of a product family, goes be-
yond technical aspects of software engineering. Different domain issues, such as market
strategies, product positioning, risk management, product look-and-feel, architectural
aspects, quality standards, etc., have to be taken into account when studying a domain.
These issues should be clearly reflected by a domain requirements structure contain-
ing clustered requirements information in a reuse context. Sorted information makes
browsing and searching of relevant information easier.

3.1 Diagram Family Model

We sort the requirements in a domain taxonomy as a Diagram Family Model based on
Domain Objectives. Requirements in a domain taxonomy make the reuse approach eas-
ier in such a way that reusing requirements can be aimed both at obtaining better and
quicker software specifications and directing the elaboration for reusable design and
implementation in a domain under an application family based approach.

The requirements taxonomy is obtained by performing the following activities:

– Identifying the Domain Objectives and establishing a domain dictionary. The goals
belonging to stakeholders are identified so that these become into a lattice structure
where goals are related by Model Relationship. This activity requires lots of experi-
ence and domain knowledge to make decisions about overlapping goals, conflicting
goals, and dependencies among goals.



– Associating Domain Objectives to existing requirements diagrams. This stage aims
to benefit from current requirements representations which have been created by
different projects in the domain. Rewriting or modifying some diagrams may be
required through an iterative process which is supported by Requirements Editor
we present in section 4.

– Storing the diagram family into repository. The diagram family is physically stored
into repository which supplies the operative support for creation, management, and
use of reusable diagrams. Repository scheme is based on our requirements meta-
model.

The Diagram Family Model allows the reuse opportunities to be detected by allow-
ing stakeholders to browse and choose requirements. Each tree on the family is visited
and requirements are selected by making corresponding choices.

3.2 Requirements Catalogue

Benefiting from previous modeling effort, as it is sorted on Diagram Family Model,
might be enhanced by a catalogue of requirements diagrams. The catalogue allows de-
scriptors to be associated to reusable elements. A hierarchical taxonomy can be com-
bined with different kinds of catalogues, such as thesaurus and facet based schemes.
Facet based schemes are widely used, they consist of a set of terms which are grouped
into subsets which are called facets [21].

In order to catalogue the set of existing requirements documents in a domain, we
make a Facet based Requirements Catalogue which allows the requirements patterns to
be identified regarding to dependency and association relationships. These relationships
are described in our metamodel as shown in figure 1. The supporting idea is the domain
has been modeled across a set of applications so that clustering the requirements di-
agrams allows a characterization of domain requirements to be obtained. The distinct
software applications share similar features which are called commonalities [11, 10].
Sorting of requirements information is vital to detect these commonalities. We propose
automatic clustering of requirements diagrams to make the commonalities identifica-
tion easier.

Requirements metamodeling [15] reflects the fundamental element of the differ-
ent requirements diagrams we have investigated is any instance of the Job metaclass
(for example, each use case in a Use Case Diagram). The instances of Job metaclass
show dependency relationships between them. They are also composed of other Jobs
and Actions which have different relationships between them. Hence, Jobs, which are
expressed as Sequence Specification Template, are main elements to catalogue the re-
quirements on the context of systematic software reuse. Jobs may be mapped to differ-
ent patterns as proposed in [22]. The decision tree of figure 2 allows Jobs to be classified
by considering both association and dependency relationships. A Job S is assigned to an
element from the set P = fproduction; collaboration; service; negotiationg. Within
the Negotiation term there exist different sub-categories: Negotiation Step, Negotiation



Step with Jobs Triggering, End of Negotiation, Complete Negotiation, Service, Unfin-
ished Negotiation with Jobs Triggering, Unfinished Negotiation.
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Fig. 2. Decision tree to catalogue the jobs of diagrams.

The facet of Diagrams Patterns, cataloguing a particular diagram, is a subset of P .
As Jobs which are contained into a requirements diagram correspond to different terms
of P , the requirements diagrams may be catalogued by composed facets such as Pro-
duction plus service plus collaboration, and Negotiation (whichever of its kinds) plus
production or collaboration or service, etc. In this way, a characterization of typical
sequences of tasks in a domain is obtained. It could be thought of a great dispersion
of combinations of terms, however in [22] it is shown that a high proportion of tasks
corresponds to a catalogue of patterns.

The Diagram Pattern allows the diagrams sharing similar structures among differ-
ent projects and modeling techniques to be identified. One can benefit from this pattern
identification by taking it as a guideline to the construction of reusable design and im-
plementation elements in the domain.

4 A Tool for Requirements Reuse (R2)

Process to build the requirements taxonomy is supported by R 2, a prototype system
which is implemented using relational tables (ORACLE) and Java language. This en-
vironment is composed by five main elements with corresponding sub-elements: (1)
User Interface including menu options and necessary views to support the interaction
between reusers and the environment, (2) Requirements Editor which supplies needed
functionality for creation and modification of requirements diagrams, (3) Data Man-
ager, it allows the requirements information to be stored, classified, retrieved and up-
dated, (4) Repository, which physically contains the information related to requirements
diagrams regarding to the conceptual scheme of our requirements metamodel, and (5)



Data Exchange, it is a module which allows the information to be directed to and di-
rected from external applications, for example the Petri net applications to address the
verification of logical consistency of diagrams.

Fig. 3. Requirements Editor interface of R2 environment.

Figure 3 shows the Requirements Editor interface of R2. The identifier of project
and their elements are on the left side of the window. Graphical notation corresponding
to current element appears on the right. The figure shows the selected diagram inside
the so called project “Communicator”.

5 A Case Study: Preliminary issues

We currently apply our proposed scheme for analysis and clustering of requirements on
the domain of software applications for handicapped people. This domain has been ad-
dressed with different projects conducted by undergraduated students at Computer Sci-
ence Department, University of Valladolid. These projects have been developed without
product line perspective, and for this reason there are different requirements diagrams
from distinct notations.



We start by building a domain taxonomy as a Diagram Family Model based on Do-
main Objectives. Semiformal diagrams were linked to Domain Objectives, thus setting
up the requirements family. This process has required the support from domain experts
through several work sessions. It had been necessary to rewrite some diagrams. Fur-
thermore, we had to create some new diagrams as domain experts was suggested. All
of these new diagrams were incorporated to requirements family. All the semiformal
diagrams being part of the family were tested for logical consistency, as we explained
in section 2.2.

We address the construction of Diagram Family Model through a subjective pro-
cess which demands for knowledge and experience with regard to application domain.
Sometimes we needed to make compromise solutions regarding how to link require-
ments on a family. Although similar works related to making requirements families
have been published [10, 26, 11, 6], these do not provide enough details of the construc-
tion process. All of these make the need for a time to stabilize the requirements family
evident. Furthermore, it confirms Leite’s idea [12] about the need for conducting exper-
iments in the process of domain construction.

The corresponding clustering of requirements diagrams is obtained by applying the
guidelines we have mentioned in section 3.2. By following the decision tree of figure
2, the tasks inside a diagram are classified as different subcategories. As an example,
the use case Add Student, see figure 4, is classified as Negotiation Step with Jobs Trig-
gering. In this use case there exist two actors (System and Educator) whose have not
complementary roles (the action is not always “carry out”), there exits previous demand
(job is related by dependency) and more than one responses have to be produced.

We are now ready to experiment with our Diagram Family Model in generating
new requirements specifications. Having a Requirements Reuse prototype system we
expect to obtain quantitative data with respect to reusing requirements and making an
increase of requirements specifications. We believe that reusing requirements on our
reuse framework can make better requirements specification because of requirements
engineers might focus on decisions about taken a set of requirements regardless the
details of definition, logical consistency, and documentation.

6 Related Work

The organization of requirements has been proposed by different authors. Kuseela [11]
proposes a hierarchy in which the design objectives are defined by other design objec-
tives or by design decisions. Lamsweerde [27] has also proposed an objectives hierar-
chy. Mannion [10] proposes a discrimination based arrangement. The main difference
between these proposals and ours consists of we are proposing a way to benefit from
existing information while those claim for developing the proper structure as whole.

On the other hand, we know that some authors such as Cybulski [4], Palmer and
Liang [19], have been addressing the classification of requirements specifications. These
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Fig. 4. Clustering of Requirements Diagrams.

proposals focus on indexing of text based requirements specifications. Our proposal is
based on diagram based requirements specifications. However, we do not mean that
requirements are only made as diagrams. In fact, the real requirements are in natural
language, as we express the Domain Objectives. Our approach is aimed at reusing dia-
grams which are linked to textual requirements.

7 Conclusions and Future Work

In this paper we propose a technique for analysis and clustering of reusable require-
ments. The proposal allows the domain description to be obtained in terms of the
association and dependency relationships related to the modeled services in different
techniques under a requirements metamodel. We address the rigorous description of
the static and dynamic issues of the system in order to test the logical consistency of
reusable requirements elements which are stored in a repository. The rigorous descrip-
tion is based on the CPN formalism. The analysis and clustering of requirements are
automatically made with our prototype system for requirements reuse.



The Diagram Descriptor allows the similar structures of requirements in a domain to
be identified. By applying these descriptors we are in a position to classify requirements
and to discover commonalities and variabilities from requirements diagrams which are
modeled in domain applications. This classification can be aimed both at obtaining bet-
ter and quicker software specifications and directing the elaboration for reusable design
and implementation in a domain under an application family based approach.

Our future work is aimed at defining process for developing the requirements speci-
fications in a domain. This process should be founded on the structure for requirements
analysis and organization we proposed in present paper. Furthermore, from this pro-
posal for requirements clustering, we aim to explore the possibilities for developing the
core assets for requirements, design and implementation in a product line based ap-
proach.
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